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Abstract

This is the reference documentation for the expl3 programming environment. The
expl3 modules set up an experimental naming scheme for ITEX commands, which
allow the BTEX programmer to systematically name functions and variables, and
specify the argument types of functions.

The TEX and e-TEX primitives are all given a new name according to these con-
ventions. However, in the main direct use of the primitives is not required or en-
couraged: the expl3 modules define an independent low-level IXTEX3 programming
language.

At present, the expl3 modules are designed to be loaded on top of N TEX 2¢. In time,
a I¥TEX3 format will be produced based on this code. This allows the code to be
used in BTEX 2¢ packages now while a stand-alone KTEX3 is developed.

While expl3 is still experimental, the bundle is now regarded as broadly
stable. The syntax conventions and functions provided are now ready
for wider use. There may still be changes to some functions, but these
will be minor when compared to the scope of expl3.

New modules will be added to the distributed version of expl3 as they
reach maturity.
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Part I

Introduction to expl3 and this
document

This document is intended to act as a comprehensive reference manual for the expl3
language. A general guide to the INTEX3 programming language is found in expl3.pdf.

1 Naming functions and variables

EXTEX3 does not use @ as a “letter” for defining internal macros. Instead, the symbols _
and : are used in internal macro names to provide structure. The name of each function
is divided into logical units using _, while : separates the name of the function from the
argument specifier (“arg-spec”). This describes the arguments expected by the function.
In most cases, each argument is represented by a single letter. The complete list of
arg-spec letters for a function is referred to as the signature of the function.

Each function name starts with the module to which it belongs. Thus apart from a small
number of very basic functions, all expl3 function names contain at least one underscore
to divide the module name from the descriptive name of the function. For example, all
functions concerned with comma lists are in module clist and begin \clist_.

Every function must include an argument specifier. For functions which take no argu-
ments, this will be blank and the function name will end :. Most functions take one or
more arguments, and use the following argument specifiers:

D The D specifier means do not use. All of the TEX primitives are initially \let to a D
name, and some are then given a second name. Only the kernel team should use
anything with a D specifier!

N and n These mean no manipulation, of a single token for N and of a set of tokens given
in braces for n. Both pass the argument though exactly as given. Usually, if you
use a single token for an n argument, all will be well.

¢ This means csname, and indicates that the argument will be turned into a csname
before being used. So So \foo:c {ArgumentOne} will act in the same way as
\foo:N \ArgumentOne.

V and v These mean value of variable. The V and v specifiers are used to get the con-
tent of a variable without needing to worry about the underlying TEX structure
containing the data. A V argument will be a single token (similar to N), for example
\foo:V \MyVariable; on the other hand, using v a csname is constructed first, and
then the value is recovered, for example \foo:v {MyVariable}.



o This means expansion once. In general, the V and v specifiers are favoured over o
for recovering stored information. However, o is useful for correctly processing
information with delimited arguments.

x The x specifier stands for ezhaustive expansion: the plain TEX \edef.

f The £ specifier stands for full expansion, and in contrast to z stops at the first non-
expandable item without trying to execute it.

T and F For logic tests, there are the branch specifiers T (true) and F (false). Both
specifiers treat the input in the same way as n (no change), but make the logic
much easier to see.

p The letter p indicates TEX parameters. Normally this will be used for delimited func-
tions as expl3 provides better methods for creating simple sequential arguments.

w Finally, there is the w specifier for weird arguments. This covers everything else, but
mainly applies to delimited values (where the argument must be terminated by
some arbitrary string).

Notice that the argument specifier describes how the argument is processed prior to being
passed to the underlying function. For example, \foo:c will take its argument, convert
it to a control sequence and pass it to \foo:N.

Variables are named in a similar manner to functions, but begin with a single letter to
define the type of variable:

c Constant: global parameters whose value should not be changed.
g Parameters whose value should only be set globally.

1 Parameters whose value should only be set locally.

Each variable name is then build up in a similar way to that of a function, typically
starting with the module' name and then a descriptive part. Variables end with a short
identifier to show the variable type:

bool Either true or false.
box Box register.

clist Comma separated list.
dim ‘Rigid’ lengths.

int Integer-valued count register.

IThe module names are not used in case of generic scratch registers defined in the data type modules,
e.g., the int module contains some scratch variables called \1_tmpa_int, \1_tmpb_int, and so on. In
such a case adding the module name up front to denote the module and in the back to indicate the type,
as in \1_int_tmpa_int would be very unreadable.



num A ‘fake’ integer type using only macros. Useful for setting up allocation routines.
prop Property list.
skip ‘Rubber’ lengths.

seq ‘Sequence’: a data-type used to implement lists (with access at both ends) and
stacks.

stream An input or output stream (for reading from or writing to, respectively).
t1l Token list variables: placeholder for a token list.

toks Token register.

1.0.1 Terminological inexactitude

A word of warning. In this document, and others referring to the expl3 programming
modules, we often refer to ‘variables’ and ‘functions’ as if they were actual constructs
from a real programming language. In truth, TEX is a macro processor, and functions are
simply macros that may or mayn’t take arguments and expand to their replacement text.
Many of the common variables are also macros, and if placed into the input stream will
simply expand to their definition as well — a ‘function’ with no arguments and a ‘token
list variable’ are in truth one and the same. On the other hand, some ‘variables’ are
actually registers that must be initialised and their values set and retreived with specific
functions.

The conventions of the expl3 code are designed to clearly separate the ideas of ‘macros
that contain data’ and ‘macros that contain code’, and a consistent wrapper is applied
to all forms of ‘data’ whether they be macros or actually registers. This means that
sometimes we will use phrases like ‘the function returns a value’, when actually we just
mean ‘the macro expands to something’ Similarly, the term ‘execute’ might be used
in place of ‘expand’ or it might refer to the more specific case of ‘processing in TEX’s
stomach’ (if you are familiar with the TEXbook parlance).

If in doubt, please ask; chances are we’ve been hasty in writing certain definitions and
need to be told to tighten up our terminology.

2 Documentation conventions

This document is typeset with the experimental 13doc class; several conventions are used
to help describe the features of the code. A number of conventions are used here to make
the documentation clearer.

Each group of related functions is given in a box. For a function with a “user” name,
this might read:



\ExplSyntaxOn
\ExplSyntax0ff

\ExplSyntaxOn ... \ExplSyntaxOff

The textual description of how the function works would appear here. The syntax of
the function is shown in mono-spaced text to the right of the box. In this example, the
function takes no arguments and so the name of the function is simply reprinted.

For programming functions, which use _ and : in their name there are a few additional
conventions: If two related functions are given with identical names but different ar-
gument specifiers, these are termed wvariants of each other, and the latter functions are
printed in grey to show this more clearly. They will carry out the same function but will
take different types of argument:

\seq_new:N
\seq_new:c

\seq_new:N (sequence)

When a number of variants are described, the arguments are usually illustrated only for
the base function. Here, (sequence) indicates that \seq_new:N expects the name of a
sequence. From the argument specifier, \seq_new:c also expects a sequence name, but
as a name rather than as a control sequence. Each argument given in the illustration
should be described in the following text.

Some functions are fully expandable, which allows it to be used within an x-type argument
(in plain TEX terms, inside an \edef). These fully expandable functions are indicated in
the documentation by a star:

’ \cs_to_str:N * ‘\cs_to_str:N (cs)

As with other functions, some text should follow which explains how the function works.
Usually, only the star will indicate that the function is expandable. In this case, the
function expects a (cs), shorthand for a (control sequence).

Conditional (if) functions are normally defined in three variants, with T, F and TF
argument specifiers. This allows them to be used for different ‘true’/‘false’ branches,
depending on which outcome the conditional is being used to test. To indicate this
without repetition, this information is given in a shortened form:

’ \Xetex—if—engine:lfv*"\xetex_if_engine:TF (true code) (false code)

The underlining and italic of TF indicates that \xetex_if_engine:T, \xetex_if_-
engine:F and \xetex_if_engine:TF are all available. Usually, the illustration will use
the TF variant, and so both (true code) and (false code) will be shown. The two variant
forms T and F take only (true code) and (false code), respectively. Here, the star also
shows that this function is expandable. With some minor exceptions, all conditional
functions in the expl3 modules should be defined in this way.

Variables, constants and so on are described in a similar manner:



\_tmpa_tl | A ghort piece of text will describe the variable: there is no syntax illus-

tration in this case.

In some cases, the function is similar to one in BTEX 2¢ or plain TEX. In these cases, the
text will include an extra ‘TEpXhackers note’ section:

’ \token_to_str:N x ‘\token_to_str:N (token)

The normal description text.

TEXhackers note: Detail for the experienced TEX or ITEX 2¢ programmer. In this case, it
would point out that this function is the TEX primitive \string.

Part 11

The I13names package
A systematic naming scheme for TEX

3 Setting up the KTEX3 programming language

This module is at the core of the W TEX3 programming language. It performs the following
tasks:

¢ defines new names for all TEX primitives;
o defines catcode regimes for programming;
e provides settings for when the code is used in a format;

e provides tools for when the code is used as a package within a IXTEX 2¢ context.

4 Using the modules

The modules documented in source3 are designed to be used on top of BTEX 2 and
are loaded all as one with the usual \usepackage{expl3} or \RequirePackage{expl3}
instructions. These modules will also form the basis of the TEX3 format, but work in
this area is incomplete and not included in this documentation.

As the modules use a coding syntax different from standard KTEX it provides a few
functions for setting it up.



\ExplSyntaxOn
\ExplSyntax0ff

\ExplSyntaxOn (code) \ExplSyntax0ff
Issues a catcode regime where spaces are ignored and colon and underscore are letters.
A space character may by input with ~ instead.

\ExplSyntaxNamesOn
\ExplSyntaxNames0ff

\ExplSyntaxNamesOn (code) \ExplSyntaxNamesOff
Issues a catcode regime where colon and underscore are letters, but spaces remain the
same.

\ProvidesExplPackage )

. \RequirePackage{expl3}
\ProvidesExplClass .

i A \ProvidesExplPackage {(package)}
\ProvidesExplFile {(date)} {(version)} {(description)}

The package 13names (this module) provides \ProvidesExplPackage which is a wrap-
per for \ProvidesPackage and sets up the ETEX3 catcode settings for program-
ming automatically. Similar for the relationship between \ProvidesExplClass and
\ProvidesClass. Spaces are not ignored in the arguments of these commands.

\GetIdInfo
\filename
\filenameext
\filedate
\fileversion
\filetimestamp

\f}leautho? . \RequirePackage{1l3names}

\filedescription \GetIdInfo $Id: (cvs or svn info field) $ {(description)}
Extracts all information from a CVS or SVN field. Spaces are not ignored in these fields.
The information pieces are stored in separate control sequences with \filename for the
part of the file name leading up to the period, \filenameext for the extension, \filedate
for date, \fileversion for version, \filetimestamp for the time and \fileauthor for
the author.

To summarize: Every single package using this syntax should identify itself using one of
the above methods. Special care is taken so that every package or class file loaded with
\RequirePackage or alike are loaded with usual BTEX catcodes and the XTEX3 catcode
scheme is reloaded when needed afterwards. See implementation for details. If you use
the \GetIdInfo command you can use the information when loading a package with

\ProvidesExplPackage{\filename}{\filedate}{\fileversion}{\filedescription}



Part III

The 13basics package
Basic Definitions

As the name suggest this package holds some basic definitions which are needed by most
or all other packages in this set.

Here we describe those functions that are used all over the place. With that we mean
functions dealing with the construction and testing of control sequences. Furthermore
the basic parts of conditional processing are covered; conditional processing dealing with
specific data types is described in the modules specific for the respective data types.

5 Predicates and conditionals

KTEX3 has three concepts for conditional flow processing:

Branching conditionals Functions that carry out a test and then execute, depending
on its result, either the code supplied in the (true arg) or the (false arg). These
arguments are denoted with T and F repectively. An example would be

\cs_if_free:cTF{abc} {{true code)} {{false code)}

a function that will turn the first argument into a control sequence (since it’s marked
as c) then checks whether this control sequence is still free and then depending on
the result carry out the code in the second argument (true case) or in the third
argument (false case).

These type of functions are known as ‘conditionals’; whenever a TF function is
defined it will usually be accompanied by T and F functions as well. These are
provided for convenience when the branch only needs to go a single way. Package
writers are free to choose which types to define but the kernel definitions will always
provide all three versions.

Important to note is that these branching conditionals with (true code) and/or
(false code) are always defined in a way that the code of the chosen alternative can
operate on following tokens in the input stream.

These conditional functions may or may not be fully expandable, but if they are
expandable they will be accompanied by a ‘predicate’ for the same test as described
below.

Predicates ‘Predicates’ are functions that return a special type of boolean value which
can be tested by the function \if _predicate:w or in the boolean expression parser.
All functions of this type are expandable and have names that end with _p in the
description part. For example,



\cs_if_free_p:N

would be a predicate function for the same type of test as the conditional described
above. It would return ‘true’ if its argument (a single token denoted by N) is still
free for definition. It would be used in constructions like

\if_predicate:w \cs_if_free_p:N \1_tmpz_tl (true code) \else:
(false code) \fi:

or in expressions utilizing the boolean logic parser:

\bool_if:nTF {
\cs_if_free_p:N \1_tmpz_tl || \cs_if_free_p:N \g_tmpz_tl
} {(true code)} {{false code)}

Like their branching cousins, predicate functions ensure that all underlying primi-
tive \else: or \fi: have been removed before returning the boolean true or false
values.?

For each predicate defined, a ‘predicate conditional” will also exist that behaves like
a conditional described above.

Primitive conditionals There is a third variety of conditional, which is the original
concept used in plain TEX and IX¥TEX. Their use is discouraged in expl3 (although
still used in low-level definitions) because they are more fragile and in many cases
require more expansion control (hence more code) than the two types of conditionals
described above.

5.1 Primitive conditionals

The e-TEX engine itself provides many different conditionals. Some expand whatever
comes after them and others don’t. Hence the names for these underlying functions will
often contain a :w part but higher level functions are often available. See for instance
\intexpr_compare_p:nNn which is a wrapper for \if _num:w.

Certain conditionals deal with specific data types like boxes and fonts and are described
there. The ones described below are either the universal conditionals or deal with control
sequences. We will prefix primitive conditionals with \if_.

\if_true: *

\if_false: *

\or: *

\else: * |, ]

\fi: N \}f_true: (true code) \else: (false code) \flf
) \if_false: (true code) \else: (false code) \fi:

\reverse_if:N x \reverse_if:N (primitive conditional)

\if_true: always executes (true code), while \if_false: always executes (false code).

2If defined using the interface provided.



\reverse_if:N reverses any two-way primitive conditional. \else: and \fi: delimit
the branches of the conditional. \or: is used in case switches, see [3intexpr for more.

TEXhackers note: These are equivalent to their corresponding TEX primitive conditionals;
\reverse_if:N is e-TEX’s \unless.

- - \if_meaning:w (arg1) (argz2) (true code) \else: (false code)
] \if _meaning:w * ‘\fi:

\if_meaning:w executes (true code) when (arg) and (args) are the same, otherwise it
executes (false code). (arg1) and (args) could be functions, variables, tokens; in all cases
the unexpanded definitions are compared.

TEXhackers note: This is TEX’s \ifx.

\fiw * \if:w (tokeni) (tokenz) (true code) \else: (false code) \fi:

\:.Lf_charcod?:w * I\if_catcode:w (token1) (token2) (true code) \else: (false
\if _catcode:w x code) \f£i:

These conditionals will expand any following tokens until two unexpandable tokens are
left. If you wish to prevent this expansion, prefix the token in question with \exp_not:N.
\if_catcode:w tests if the category codes of the two tokens are the same whereas \if :w
tests if the character codes are identical. \if_charcode:w is an alternative name for
\if:w.

- - \if_predicate:w (predicate) (true code) \else: (false code)
] \if _predicate:w * ‘\fi:

This function takes a predicate function and branches according to the result. (In practice
this function would also accept a single boolean variable in place of the (predicate) but
to make the coding clearer this should be done through \if_bool:N.)

’ \if_bool:N x \if_bool:N (boolean) (true code) \else: (false code) \fi:

This function takes a boolean variable and branches according to the result.

\if_cs_exist:N (cs) (true code) \else: (false code) \fi:

\:.Lf_cs_ex:?.st:N * I\if_cs_exist:w (tokens) \cs_end: (true code) \else: (false
\if cs exist:w % code) \£i:

Check if (cs) appears in the hash table or if the control sequence that can be formed
from (tokens) appears in the hash table. The latter function does not turn the control
sequence in question into \scan_stop:! This can be useful when dealing with control
sequences which cannot be entered as a single token.



\if _mode_horizontal:
\if_mode_vertical:
\if _mode_math:

\if _mode_inner:

* o ot

\if _mode_horizontal: (true code) \else: (false code) \fi:

Execute (true code) if currently in horizontal mode, otherwise execute (false code). Sim-
ilar for the other functions.

5.2 Non-primitive conditionals

’ \cs_if_eq _name p:NN ‘\cs_if_eq_name_p:NN (es1) (csa2)

Returns ‘true’ if (cs1) and (csq) are textually the same, i.e. have the same name, other-
wise it returns ‘false’.

\cs_if_eq_p:NN *
\cs_if_eq_p:cN
\cs_if_eq_p:Nc
\cs_if_eq_p:cc
\cs_if_eq:NNTF
\cs_if_eq:cNTF
\cs_if_eq:NcTF
\cs_if_eq:ccTF

* ot ot X X X X%

\cs_if_eq_p:NNTF (cs1) (cs2)
\cs_if_eq:NNTF (cs1) (cs2) {(true code)} {(false code)}
These functions check if {¢s1) and (cs2) have same meaning.

\cs_if_free_p:N «x
\cs_if_free_p:c «*
\cs_if_free:NTF x

\cs_if_free_p:N (cs
\cs_if free:cTF % T Pl (es)

\cs_if_free:NTF (cs) {(true code)} {(false code)}

Returns ‘true’ if (cs) is either undefined or equal to \tex_relax:D (the function that is
assigned to newly created control sequences by TEX when \cs:w ... \cs_end: is used).
In addition to this, ‘true’ is only returned if {cs) does not have a signature equal to D,
i.e., ‘do not use’ functions are not free to be redefined.

\cs_if_exist_p:N *
\cs_if_exist_p:c *
\cs_if_exist:NTF x

\cs_if_exist_p:N (cs
\cs_if_exist:cTF % T -p:N (es)

\cs_if_exist:NTF (cs) {(true code)} {(false code)}
These functions check if (cs) exists, i.e., if (c¢s) is present in the hash table and is not the
primitive \tex_relax:D.

’ \cs_if_do_not_use_p:N *"\cs_if_do_not_use_p:N (cs)

10



These functions check if (cs) has the arg spec D for ‘do not use’. There are no TF-
type conditionals for this function as it is only used internally and not expected to be
widely used. (For now, anyway.)

\chk_if_free_cs:N
\chk if free cs:c

\chk_if_free_cs:N (cs)
This function checks that (cs) is (free) according to the criteria for \cs_if_free_p:N
above. If not, an error is generated.

\chk_if_exist_cs:N
\chk_if_exist_cs:c

\chk_if_exist_cs:N (cs)
This function checks that (cs) is defined. If it is not an error is generated.

\c_true_bool
\c_false_bool

Constants that represent ‘true’ or ‘false’; respectively. Used to implement predicates.

5.3 Applications

’ \str_if eq p:nn * ‘\str_if_eq_p:nn {(string 1)} {(string2)}
Expands to ‘true’ if (string1) is the same as (strings), otherwise ‘false’. Ignores spaces
within the strings.

’ \str_if_eq_var_p:nf *"\str_if_eq_var_p:nf {(string 1)} {(string2)}

A variant of \str_if_eq_p:nn which has the advantage of obeying spaces in at least
the second argument.

6 Control sequences

\cs:w *
\cs_end: *

\cs:w (tokens) \cs_end:

This is the TEX internal way of generating a control sequence from some token list.
(tokens) get expanded and must ultimately result in a sequence of characters.

TEXhackers note: These functions are the primitives \csname and \endcsname. \cs:w is
considered weird because it expands tokens until it reaches \cs_end:.
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\cs_show:N

\cs_show:N (cs)
\cs_show:c

\cs_show:c {{arg)}
This function shows in the console output the meaning of the control sequence (cs) or
that created by (arg).

TEXhackers note: This is TEX’s \show and associated csname version of it.

\cs_meaning:N x

i \cs_meaning:N (cs)
\cs_meaning:c %

\cs_meaning:c {(arg)}
This function expands to the meaning of the control sequence (cs) or that created by

(arg).

TEXhackers note: This is TEX’s \meaning and associated csname version of it.

7 Selecting and discarding tokens from the input
stream

The conditional processing cannot be implemented without being able to gobble and
select which tokens to use from the input stream.

\use:n *
\use:nn *
\use:nnn x
\use:nnnn *

\use:n {(arg)}
Functions that returns all of their arguments to the input stream after removing the
surrounding braces around each argument.

TEXhackers note: \use:n is TEX 2¢’s \@firstofone/\Q@iden.

\use:c {(cs)}

Function that returns to the input stream the control sequence created from its argument.
Requires two expansions before a control sequence is returned.

TEXhackers note: \use:c is ETEX 2¢’s \@nameuse.

\use:x {(expandable tokens)}

Function that fully expands its argument before passing it to the input stream. Contents
of the argument must be fully expandable.
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TEXhackers note: LuaTgX provides \expanded which performs this operation in an expand-

able manner, but we cannot assume this behaviour on all platforms yet.

\use_none
\use_none
\use_none
\use_none
\use_none
\use_none

\use_none:
:nnnnnnnn

\use_none
\use_none

n

nn
:nnn
:nnnn
:nnnnn
nnnnnn
nnnnnnn

nnnnnnnnn

*
*
*
*
*
*
*
*
*

\use_none:n {(arg1)}
\use_none:nn {{arg1)} {({arg2)}

These functions gobble the tokens or brace groups from the input stream.

TEXhackers note: \use_none:n, \use_none:nn, \use_none:nnnn are KTEX 2¢’s \@gobble,
\@gobbletwo, and \@gobblefour.

\use_i:nn

\use_ii:nn *

*

\use_i:nn {(code1)} {(code2)}

Functions that execute the first or second argument respectively, after removing the
surrounding braces. Primarily used to implement conditionals.

TEXhackers note: These are BTEX 2¢’s \@firstoftwo and \@secondoftwo, respectively.

\use_i:nnn

*

\use_ii:nnn x
\use_iii:nnn *

\use_i:nnn {(arg1)} {(arg2)} {{args)}

Functions that pick up one of three arguments and execute them after removing the
surrounding braces.

TEXhackers note: WTEX 2¢ has only \@thirdofthree.

\use_i:nnnn  x
\use_ii:nnnn x
\use_iii:nnnn x
\use_iv:nnnn x

\use_i:nnnn {(arg:1)} {(arg2)} {(args)} {(args)}

Functions that pick up one of four arguments and execute them after removing the
surrounding braces.
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7.1 Extending the interface

’ \use_i_ii:nnn x ‘ \use_i_ii:nnn {(arg1)} {{arg2)} {{args)}
This function used in the expansion module reads three arguments and returns (without
braces) the first and second argument while discarding the third argument.

If you wish to select multiple arguments while discarding others, use a syntax like this.
Its definition is

\cs_set:Npn \use_i_ii:nnn #1#2#3 {#1#2}

7.2 Selecting tokens from delimited arguments

A different kind of function for selecting tokens from the token stream are those that use
delimited arguments.

\use_none_delimit_by_q_nil:w *
\use_none_delimit_by_g_stop:w *
\use_none_delimit_by_q_recursion_stop:w *

\use_none_delimit_by_q_nil:w (balanced text) \q_nil

Gobbles (balanced text). Useful in gobbling the remainder in a list structure or ter-
minating recursion.

\use_i_delimit_by_q_nil:nw *
\use_i_delimit_by_q_stop:nw *
\use_i_delimit_by_q_recursion_stop:nw *

\use_i_delimit_by_q_nil:nw {(arg)} (balanced text) \q_

Gobbles (balanced text) and executes (arg) afterwards. This can also be used to get
the first item in a token list.

\use_i_after_fi:nw {{arg)} \fi:

\use_i_after_else:nw {(arg)} \else: (balanced text) \fi:
\use_i_after_or:nw {(arg)} \or: (balanced text) \fi:
\use_i_after_orelse:nw {(arg)} \or:/\else: (balanced text)
\fi:

\use_i_after_fi:nw *
\use_i_after_else:nw *
\use_i_after_or:nw *
\use_i_after_orelse:nw x

Executes (arg) after executing closing out \fi:. \use_i_after_orelse:nw can be used
anywhere where \use_i_after_else:nw or \use_i_after_or:nw are used.
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8 That which belongs in other modules but needs to
be defined earlier

’ \exp_after:wl x ‘\exp_after:wN (token) (tokenz)

Expands (tokeno) once and then continues processing from (token ).

TEXhackers note: This is TEX’s \expandafter.

\exp_not:N %

\exp_not:N (token
\exp_not:n * P- < )

\exp_not:n {(tokens)}
In an expanding context, this function prevents (token) or (tokens) from expanding.

TEXhackers note: These are TEX’s \noexpand and e-TEX’s \unexpanded, respectively.

| \prg_do_nothing: « | This is as close as we get to a null operation or no-op.

TEXhackers note: Definition as in IMTEX’s \empty but not used for the same thing.

\iow_log:x
\iow_term:x

\iow_log:x {({message)}
\iow_shipout_x:Nn & { ge)

\iow_shipout_x:Nn (write_stream) {(message)}
Writes (message) to either to log or the terminal.

